**Functions.**

Functions allow to structure programs in segments of code to perform individual tasks.

In C++, a function is a group of statements that is given a name, and which can be called from some point of the program. The most common syntax to define a function is:

*type name ( parameter1, parameter2, ...) { statements }*

Where:  
- *type* is the type of the value returned by the function.  
- *name* is the identifier by which the function can be called.  
- *parameters* (as many as needed): Each parameter consists of a type followed by an identifier, with each parameter being separated from the next by a comma. Each parameter looks very much like a regular variable declaration (for example: *int x*), and in fact acts within the function as a regular variable which is local to the function. The purpose of parameters is to allow passing arguments to the function from the location where it is called from.

*- statements* is the function's body. It is a block of statements surrounded by braces {} that specify what the function actually does.

Let's have a look at an example:

|  |  |  |  |
| --- | --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 | // function example  #include <iostream>  using namespace std;  int addition (int a, int b)  {  int r;  r= a + b;  return r;  }  int main ()  {  int z;  z = addition (5, 3);  cout << "The result is " << z;  } | The result is 8 | [Edit & Run](https://cplusplus.com/doc/tutorial/functions/) |

This program is divided in two functions: *addition* and *main*. Remember that no matter the order in which they are defined, a C++ program always starts by calling *main*. In fact, *main* is the only function called automatically, and the code in any other function is only executed if its function is called from *main* (directly or indirectly).

In the example above, *main* begins by declaring the variable *z* of type *int*, and right after that, it performs the first *function call*: it calls *addition*. The call to a function follows a structure very similar to its declaration. In the example above, the call to addition can be compared to its definition just a few lines earlier:
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The parameters in the function declaration have a clear correspondence to the arguments passed in the function call. The call passes two values, 5 and 3, to the function; these correspond to the parameters *a* and *b*, declared for function addition.

At the point at which the function is called from within main, the control is passed to function *addition*: here, execution of *main* is stopped, and will only resume once the *addition* function ends. At the moment of the *function call*, the value of both arguments (5 and 3) are copied to the local variables *int a* and *int b* within the function.

Then, inside *addition*, another local variable is declared (*int r*), and by means of the expression *r = a + b*, the result of *a* plus *b* is assigned to *r*; which, for this case, where *a* is 5 and *b* is 3, means that 8 is assigned to *r*.

The final statement within the function:

|  |  |  |
| --- | --- | --- |
|  | return r; |  |

Ends function *addition*, and returns the control back to the point where the function was called; in this case: to function *main*. At this precise moment, the program resumes its course on *main* returning exactly at the same point at which it was interrupted by the *call* to *addition*. But additionally, because *addition* has a *return type*, the *call* is evaluated as having a value, and this value is the value specified in the *return* statement that ended *addition*: in this particular case, the value of the local variable *r*, which at the moment of the *return statement* had a value of 8.

![https://cplusplus.com/doc/tutorial/functions/function_return_value.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOcAAABAAgMAAACcg4jlAAAADFBMVEXAwMD/AAAAgIAAAACpq8e1AAAAAXRSTlMAQObYZgAAAZlJREFUSMftl19qwzAMxr2ZvQX0slPsqQcQaEfYS+9T9rhj7GnsFIYeIFfRAQSe/8SxkrgrTWFhtCqUWNKv+awY8tWYWwrrxksxEldjZqdqqlNMVxOQL9GgdVBRVjXViSqnUN1qnKqpTjQ2L8h5Jg5JBgQkR0wO2HO8S63pTuRBl3WI6ZcRBSULxhCxUmu6k3CGgkSgjYLoTpyjiKdRxNNol9AsuJuhqWa4do6CSYRsHIUHAiKxTAIsFCdca3HaZSVsz54Wbh6cxQNrxU6hk0Jn7vFH8Wy+V6OP74ct0M/1e/1aj76sRz8O/2vCVxyJaw7izaBP+7e16MP+dQPU7M0W6DbP9R6XBYUPKyOQXt7WT3yiLN/x2SJA8oUFxaWL6GCZK6hO7xptUN1jNDaDFNvbPjjFYH2skBThWeIM5aSoC18UcYi+KQuGECM6dTqi0LIz6xOwQBuutlTiXuJdAS5GYZg0FMHHKZpnmgWOqyx4HJM/9se+90bAhzGBKxMW7dyGldNOrhXY9otpk+53VFvB6X8Pcw69R4kfSym+6t0sHNQAAAAASUVORK5CYII=)

Therefore, the *call to addition* is an expression with the value returned by the function, and in this case, that value, *8*, is assigned to *z*. It is as if the entire function call (*addition(5,3)*) was replaced by the value it returns (i.e., 8).

Then main simply prints this value by calling:

|  |  |  |
| --- | --- | --- |
|  | cout << "The result is " << z; |  |

A function can actually be called multiple times within a program, and its argument is naturally not limited just to literals:

|  |  |  |  |
| --- | --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 | // function example  #include <iostream>  using namespace std;  int subtraction (int a, int b)  {  int r;  r=a-b;  return r;  }  int main ()  {  int x=5, y=3, z;  z = subtraction (7,2);  cout << "The first result is " << z << '\n';  cout << "The second result is " << subtraction (7,2) << '\n';  cout << "The third result is " << subtraction (x,y) << '\n';  z= 4 + subtraction (x,y);  cout << "The fourth result is " << z << '\n';  } | The first result is 5  The second result is 5  The third result is 2  The fourth result is 6 | [Edit & Run](https://cplusplus.com/doc/tutorial/functions/) |

Similar to the addition function in the previous example, this example defines a *subtract* function, that simply returns the difference between its two parameters. This time, main calls this function several times, demonstrating more possible ways in which a function can be called.

Let's examine each of these calls, bearing in mind that each function call is itself an expression that is evaluated as the value it returns. Again, you can think of it as if the function call was itself replaced by the returned value:

|  |  |  |
| --- | --- | --- |
| 1 2 | z = subtraction (7,2);  cout << "The first result is " << z; |  |

If we replace the function call by the value it returns (i.e., 5), we would have:

|  |  |  |
| --- | --- | --- |
| 1 2 | z = 5;  cout << "The first result is " << z; |  |

With the same procedure, we could interpret:

|  |  |  |
| --- | --- | --- |
|  | cout << "The second result is " << subtraction (7,2); |  |

as:

|  |  |  |
| --- | --- | --- |
|  | cout << "The second result is " << 5; |  |

since 5 is the value returned by *subtraction (7,2)*.

In the case of:

|  |  |  |
| --- | --- | --- |
|  | cout << "The third result is " << subtraction (x,y); |  |

The arguments passed to *subtraction* are variables instead of literals. That is also valid, and

works fine. The function is called with the values x and y have at the moment of the call: 5 and 3 respectively, returning 2 as result.

The fourth call is again similar:

|  |  |  |
| --- | --- | --- |
|  | z = 4 + subtraction (x,y); |  |

The only addition being that now the function call is also an operand of an addition operation. Again, the result is the same as if the function call was replaced by its result: 6. Note, that thanks to the commutative property of additions, the above can also be written as:

|  |  |  |
| --- | --- | --- |
|  | z = subtraction (x,y) + 4; |  |

With exactly the same result. Note also that the semicolon does not necessarily go after the function call, but, as always, at the end of the whole statement. Again, the logic behind may be easily seen again by replacing the function calls by their returned value:

|  |  |  |
| --- | --- | --- |
| 1 2 | z = 4 + 2; // same as z = 4 + subtraction (x,y);  z = 2 + 4; // same as z = subtraction (x,y) + 4; |  |